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**Copy Constructor & It’s Types**

**Introduction**

A **copy constructor** is a special type of constructor in C++ that initializes a new object as a copy of an existing object.

**Syntax:**

|  |
| --- |
| ClassName (const ClassName &obj) {  // Copy the values from obj to the new object  } |

**Types of Copy Constructors:**

1. **Default Copy Constructor (Shallow Copy)** 
   * Automatically provided by C++ if no custom copy constructor is defined.
   * Copies memory addresses instead of actual values.

**Syntax:**

|  |
| --- |
| #include<iostream>  using namespace std;  class Example {  public:  int a;  Example(int x) { a = x; }  };  int main() {  Example obj1(10);  Example obj2 = obj1; // Default Copy Constructor  cout << "Value of obj2.a: " << obj2.a << endl;  return 0;  } |

1. **User-Defined Copy Constructor (Shallow Copy)**

* Explicitly defined by the user.
* Performs member-wise copying.

**Syntax:**

|  |
| --- |
| #include<iostream>  using namespace std;  class Example {  public:  int a;  Example(int x) { a = x; }  Example(const Example &obj) { a = obj.a; }  };  int main() {  Example obj1(10);  Example obj2(obj1); // User-Defined Copy Constructor  cout << "Value of obj2.a: " << obj2.a << endl;  return 0;  } |

1. **Deep Copy Constructor**

* Used when the class has dynamically allocated memory.
* Prevents shared memory issues between objects.

**Syntax:**

|  |
| --- |
| #include<iostream>  using namespace std;  class Example {  private:  int \*a;  public:  Example(int x) {  a = new int(x);  }    Example(const Example &obj) {  a = new int(\*obj.a); // Deep copy  }    void show() { cout << "Value: " << \*a << endl; }    ~Example() { delete a; }  };  int main() {  Example obj1(10);  Example obj2 = obj1; // Deep Copy Constructor  obj2.show();  return 0;  } |

**Conclusion**

* **Shallow Copy** only copies memory addresses.
* **Deep Copy** creates a separate memory allocation.
* **User-Defined Copy Constructor** allows control over the copying process.